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Abstract— Current technical trends in the automotive industry lead to a demand for more complex and at the same 

time secure systems, also in the area of SoC development. This is in contrast to the goal of achieving ever shorter and 
more efficient development cycles. These challenges are particularly evident in verification, which takes up a 

considerable part of system development due to increasing requirements. To address these challenges this paper 

presents a novel method for model -driven automation of verification. The method includes the formalization and 

modeling of the SoC specification using SysML as well as the generation of SystemVerilog Assertions based on the 

modeled specification. Thus the effort can be achieved by minimizing manual transformation as well a s by reducing 
errors due to ambiguous specifications. 
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I.  INTRODUCTION 

Current trends in the automotive industry, such as autonomous driving and digitalization, are leading to an 

increasing demand for more powerful and reliable automotive System-on-Chips (SoCs). The resulting increase in 

the complexity of SoCs causes growing challenges in the field of verification.  

There are two major issues: 

 Up to 50% of project resources are currently required for functional design verification [1].  

 More than 50% of the designs contain functional errors and thus lead to necessary rework [1]. This often 

results from an incomplete specification because unspecified parts of the design cannot be verified. 

Verification is an integral part of SoC development; in some cases, the effort for the verification of complex 

systems exceeds the effort of the design [2]. Therefore, the above-mentioned deficits have a negative impact on 

productivity. The complexity of SoCs increases by about 58% per year, but productivity only by about 21%. The 

gap between productivity and growth rate is called the "productivity gap". To close this gap and increase the 

productivity of verification, new methods for specification and verification are needed [1] [3].  

A. Related Work 

The literature offers various solutions for formalizing specifications as well as approaches for automating 

verification. To the best of the author's knowledge, there is currently no existing solution for model-driven 

automation of verification based on a formalized and modeled specification in the area of automotive SoCs. 

Therefore, in the following a consideration of solutions from the literature is made, which pursue comparable 

approaches of the present work. 

The aim of the method described in [4] is to increase the efficiency of verification and to formalize the 

specification. The Projection Temporal Logic (PTL) is used to describe the system in order to specify the behavior 

of the system as discrete state sequences. Based on this, the author uses the programming language Tempura to 



 

2 

 

achieve an executability of the specification. The executability of the specification facilitates the verification and 

errors can be detected and corrected even before the verification. However, the specification of the system by means 

of temporal logic offers a unique description form but is difficult to read, especially without special knowledge. 

In [5], [6], [7], [7] and [9] parts of the SysML are used for a formalization-approach of the specification as well 

as the support of the verification [10]. By formalizing and modeling the specification, the clarity and 

comprehensibility of the specification can be increased. However, this approach has only an indirect influence on 

the reduction of the verification effort without offering a solution for the automation of the verification process. 

The contribution [11] enables a semi-formal description of the specification in tabular form, which on the one 

hand increases the unambiguity of the specification and on the other hand facilitates the validation of the 

specification. Based on this, the generation of SystemVerilog properties for verification based on the tabular 

specification is made possible. A comparable approach is offered in [12]. Here the generation of SystemVerilog 

Assertions based on processor architecture descriptions or models is enabled. In addition, the paper aim the 

formalizing of the specification and thus address the reduction of inconsistencies and implementation errors. The 

works from the literature shown here enable the generation of SystemVerilog Assertions. However, non-

standardized formats are used for the description, which means that a general usability and comprehensibility of 

the description can only be given to a limited extent. 

The contribution presented here is part of the method already presented in earlier papers [13], [14] and [15]. 

The overall method enables a model-based and formalized specification for the development of SoCs and based on 

this, implements various solutions for model-driven code generation. 

B. Contributions 

This paper presents a novel method for model-based automation and thus for reducing the verification effort. 

Through modeling and formalization a machine-readable format is created for the specification of the SoC. Thus, 

the transfer of information required in the current procedure for design and verification from the specification into 

a machine-readable format becomes unnecessary. The modeling of the system to be developed also increases the 

unambiguousness of the specification and consequently reduces the probability of misinterpretations during 

implementation as well as during the development of the verification. Therefore, the method presented here can not 

only achieve the effort of verification by automation it also enables a reduction of the effort for fixing errors due to 

an insufficient specification. 

This paper is structured as follows. Section II gives a brief overview of the basic concepts. Section III explains 

the proposed method for modelling the architecture using SysML and based on this, the automation of verification. 

Section V discusses the application of the method to an industrial example of a pressure sensor SoC and section 5 

finally contains the conclusion of this paper. 

II. BASIC CONCEPTS 

Verification is an indispensable part of the design of hardware/software systems, such as automotive SoCs. 

Therefore, both verification and validation are required in every part of the ISO 26262 industry standard and are 

essential to ensure the highest level of functional safety and quality for a product or process [16]. The verification 

proves that a system has been designed correctly with respect to its specification. Thus, it can be proven that the 

design of the system fulfills the functional as well as parts of the non-functional requirements of the specification.  

During developing and designing a system, in addition to the usual typos and implementation errors, an 

ambiguous specification in particular poses a risk of errors. For example, a lack of clarity of system requirements, 

which can arise from the description in natural language, can lead to the developer being forced to interpret them 

during system design. As a result, a separate “picture of the system” is created in the developer’s mind, which no 

longer corresponds to the specification. However, if the developer implements on the basis of his own “picture of 

the system”, design errors occur because the design does not correspond to the specification. To minimize the risk 
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of an incorrect implementation due to interpretation, it is important that another person than the developer involved 

in the design performs the verification of the system to fulfil the "four-eyes principle". 

In addition to the lack of clarity in the specification, an incomplete specification poses particularly serious risks, 

because scenarios that may occur during the use of the system are not specified and therefore not verified. However, 

if there are errors in the specification or if the specification is incomplete, the design is still considered correct for 

the purposes of verification. There is thus a risk of an unpredictable state or behavior and in the worst case, the risk 

of endangering human life. Specification errors must therefore be minimized by a comprehensive validation of the 

specification. 

Besides the already mentioned problem of interpretations during the design of a system due to an ambiguous 

specification, the same problem applies to verification. If the specification is ambiguous, the verification engineer 

is forced to plan and develop the verification on the basis of interpretations and even in this case, a separate picture 

of the system is created in the mind of the verification engineer [17]. In addition, there is a risk that the verification 

engineer will get the missing information of the specification by looking into the system design and thus the 

verification based on the implemented design is created. However, such a procedure would normally invalidate the 

verification, since the design is no longer checked against the specification but against itself, which makes it 

impossible to detect errors in the design using verification. To address the above mentioned challenges in SoC 

development and verification the method presented here combines the following two approaches: 

A. SysML-based Specification 

The quality and completeness of the specification is one of the decisive factors in the successful development 

of complex systems. It is difficult to check the completeness and correctness of the specifications, which are mostly 

written in natural language today. On the one hand, this is due to the enormous volume of 1000-2000 pages of such 

specifications, on the other hand, the description in natural language is prone to errors and complex relationships 

described therein are difficult to detect. To solve this problem, developers often use block diagrams and behavioral 

diagrams for visualization, which are created using a drawing tool or whiteboards. This offers a remedy in the first 

moment and serves as a basis for discussions, but has further deficiencies and disadvantages: 

 Risk of inconsistencies due to insufficient maintenance after the creation 

 Lack of standardization, developer draws at his own discretion 

 Lack of machine readability, risk of double work 

 Susceptibility to errors due to lack of unambiguousness of natural language 

There is therefore still a risk that the specification will be incomplete and that reworks will be necessary. 

Nevertheless, as shown in [18], 79% of the requirements of today's specifications are specified using interpretable, 

difficult to validate and error-prone natural language. To further reduce these risks, the SysML-based modeling 

method for formalizing the specification was presented in the previous works [13], [14] and [15]. The use of SysML 

enables a machine-readable and standardized format for the specification of SoCs. This makes it possible to increase 

the completeness and unambiguity of the specification and thus minimize the risks of interpretability described in 

the previous section. In addition, the machine readability of the models offer opportunities for automation. 

B. Model-based Automation of Verification 

Due to the increasing complexity of today's SoCs, the planning, development and execution of verifications 

leads to considerable cost and time expenditures and limits the efficiency of SoC development according to current 

methods. Therefore, as part of the model-based method developed in this paper, possibilities of model-driven 

automation of verification shall be considered. 

Besides a considerable reduction of effort, the automation of verification and the resulting increase in efficiency 

has further decisive advantages. For example, the probability of errors is considerably minimized by automating 
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the transfer or transformation of the information from the specification to the verification. As described, a manual 

transfer always bears the risk of simple typing  and implementation errors during the development of the 

verification, in addition to the risk of incorrect interpretations. 

III. MODEL-BASED AUTOMATION OF VERIFICATION 

In order to achieve an automation in the area of verification, this paper describes an extension of the method to 

enable the model-based generation of connectivity checks. As with the manual creation of the verification, the 

"four-eyes principle" must also apply to the automation of the verification. If parts of the design as well as parts of 

the verification are to be generated based on the modelled specification, it is possible that the generated part of the 

design is verified by the generated part of the verification. This increases the risk of undetected so-called Common 

Cause Failure. However, the "four-eye principle" is fulfilled for automation if two completely independently 

developed and working generators or generation methods are used for design and verification. By using two 

independent generators, one obtains the highest probability that not the same failure that occurred during the 

generation of the design will also occur during the generation of the verification. Furthermore, it must be noted that 

a generator usually falls back on a predefined mapping between model and program code. This mapping should 

always be defined independently for the respective generator [19]. 

To ensure the "four-eyes principle" also in this work, an independent generation flow for the automation of the 

verification was developed. The architecture model from the specification serves as the basis for generation. The 

method shown here enables the generation of connectivity checks as part of the verification based on the 

architecture diagram. The architecture diagram is already included in the modelled specification and can be used 

for the generation without additional modeling effort. Connectivity checks verify the correct "wiring" of the SoC 

in the design according to the specification. To generate the connectivity checks, information about the connections 

between modules is read from the architecture diagram in a script-based manner and translated into SystemVerilog 

Assertions. Using the widely known description language SystemVerilog, parts of the verification can be described. 

An Assertion is a check of the design against the specification. If the specification is violated, an error is thrown 

[20] [21]. In the method presented here, the assertions are generated in two steps, as shown in Figure 1. 

 

Figure 1: Method for model-based generation of Connectivity Check 
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In Step1, a script extracts the information from the architectural model and stores them into a table. In this 

process, an end port must be found for each start port. Ports located between these ports will be ignored. To make 

this possible, a script was implemented, which searches for the respective end port in the architecture diagram for 

each starting port. Another script is required to transfer this information to the table. In the model, each model 

element has its own ID. This ID of the end port is automatically cached in a Tag. Afterwards, the name of the 

corresponding part and its hierarchical order in the model is extracted based on the ID of the end port and entered 

into a table. In the next Step2, the information of the table will be read out by a Python script [22] and generated 

based on the port variables SystemVerilog Assertions. For this purpose, the special characters contained in the table 

are removed. Afterwards, the different entries of the table columns, both for the start and for the end port, are 

combined to string variables [23]. For this, the naming convention and notation rules of the names of the SysML 

model elements had to be converted to the naming convention and notation rules of VHDL. 

IV. CASE STUDY ON AN EXAMPLE 

This section demonstrates, on the basis of an industrial example, the application of the method with regard to 

modelling and generation in the field of connectivity checks. The example used here represents a subsystem of an 

inertial sensor SoC. The architecture of this example is shown hierarchically as a BDD in Figure 2 and as an 

Architecture Diagram in the IBD in Figure 3. 

 

Figure 2: Example Architecture BDD Connectivity Check 

 The hierarchically decomposed system CRC_OTP_Subsystem, shown in Figure 2, consists of two components 

called CTRL_module and OTP_module. The component CTRL_module in turn consists of the sub-components Reg 

and CTRL_BusIF, the component OTP_module of the sub-components Program_FSM, OTP_BusIF, ECC, 

CRC_FSM and OTP. The key components of this subsystem are the CTRL_module, which is needed for the boot 

loading of the onChip software and the One-Time-Programmable Memory (OTP) where the initial values of the 

SoC are stored. The color scheme used here serves only to illustrate the hierarchies and is also applied to the 

architecture diagram in Figure 3.  
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Figure 3: Example Architecture IBD Connectivity Check 

For the architecture diagram in Figure 3, the hierarchy of the elements in relation to each other were also 

depicted in this representation, by modeling the part of itsCTRL_module within the CRC_OTP_Subsystem block. 

In the Architecture Diagram shown here, the ports of all hierarchy levels are mapped and connected using the 

SysML-element connectors. Individual ports are connected directly within a component and other connections 

extend across several hierarchy levels. The first step to generate the connectivity check as described is , to find the 

end port of each start port in the architecture diagram using a Java script and finally transfer the information into 

the table. Ports which, as with the connection, are located between Prog_Enable of the itsReg and Prog_Enable of 

the itsProgram_FSM must not be entered in the table. In the next step the Python script as described in the chapter 

above generates the SystemVerilog Assertions. Figure 4 shows an extract of the generated SystemVerilog 

Assertions based on the architecture diagram shown in Figure 3. The assertions check, Is the start port portX 

connected to the end port portY in the design. 

 

Figure 4: Extract Result Generation Assertions 

The figure shows among other SystemVerilog Assertions the result of the generation for the discussed example 

of the connection between Prog_Enable of the itsReg and Prog_Enable of the itsProgram_FSM. The figure also 

illustrates the change in naming convention between the model elements in Figure 3 and the VHDL as well as 

assertions in Figure 4 during generation. For example, the prefix "its" is deleted from the names of the parts in the 

model, the upper case is adjusted and the suffix "_i" is added for the VHDL instances. Afterwards the resulting 



 

7 

 

assertions were loaded into the verification tool OneSpin 360 together with the VHDL architecture of the 

CRC_OTP_Subsystem and the connectivity of the architecture was checked. Figure 5 shows an extract of the 

OneSpin 360 [24]. 

 

Figure 5: Successfully proven assertions in OneSpin 360 

On the left side of the figure is the VHDL architecture of the CRC_OTP_Subsystem as a structure and on the 

right side an extract of the successfully executed assertions of the connectivity check. The automation of the 

development of connectivity checks based on the SysML model shows the possibilities of increasing efficiency in 

the verification area. The model-driven approach not only increases the effort in this area by improving the quality 

of the specification but also reduces the effort in developing the verification. 

V. CONCLUSION 

Based on the specification described in SysML, a method for model-driven generation of SystemVerilog 

Assertions for connectivity checks was presented. The realization of a modeled and formalized specification 

increases the explicitness of the specification and thus prevents errors in the implementation as well as in the 

verification. In addition, the modeling of the specification using SysML enables the description in a machine-

readable format and thus enables the automation of the verification. With the method presented here, the effort can 

be  achieved through the model-driven automation of the verification as well as through the reduction of errors by 

the formalization and modeling the specifications. As part of the paper the application of the method to an industrial 

example of an inertial sensor SoC was demonstrated and thus the generation of SystemVerilog Assertions directly 

from the modelled specification was shown. 
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